1. **Two Sum Given an array of integers nums and an integer target, return indices of the two numbers such that they add up to target. You may assume that each input would have exactly one solution, and you may not use the same element twice. You can return the answer in any order.**

**Example 1: Input: nums = [2,7,11,15], target = 9 Output: [0,1]**

nums = [2, 7, 11, 15]

target = 9

num\_to\_index = {}

for i in range(len(nums)):

complement = target - nums[i]

if complement in num\_to\_index:

print([num\_to\_index[complement], i])

break

num\_to\_index[nums[i]] = i
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1. **Add Two Numbers You are given two non-empty linked lists representing two non-negative integers. The digits are stored in reverse order, and each of their nodes contains a single digit. Add the two numbers and return the sum as a linked list. You may assume the two numbers do not contain any leading zero, except the number 0 itself.**

**Example 1: Input: l1 = [2,4,3], l2 = [5,6,4] Output: [7,0,8]**

def add(a, b):

a.reverse()

b.reverse()

anum = int(''.join(map(str, a)))

bnum = int(''.join(map(str, b)))

d = anum + bnum

if d == 0:

return [0]

c = []

while d > 0:

r = d % 10

c.append(r)

d = d // 10

return c

a = [2, 4, 3]

b = [5, 6, 4]

result = add(a, b)

print(result)
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1. **Longest Substring without Repeating Characters Given a string s, find the length of the longest substring without repeating characters.**

**Example 1: Input: s = "abcabcbb" Output: 3**

def length\_of\_longest\_substring(s):

start = maxLength = 0

usedChars = {}

for i in range(len(s)):

if s[i] in usedChars and start <= usedChars[s[i]]:

start = usedChars[s[i]] + 1

else:

maxLength = max(maxLength, i - start + 1)

usedChars[s[i]] = i

return maxLength

s = "abcabcbb"

print(length\_of\_longest\_substring(s))
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1. **Median of Two Sorted Arrays Given two sorted arrays nums1 and nums2 of size m and n respectively, return the median of the two sorted arrays. The overall run time complexity should be O(log (m+n)).**

**Example 1: Input: nums1 = [1,3], nums2 = [2] Output: 2.00000**

def findMedianSortedArrays(nums1, nums2):

nums = sorted(nums1 + nums2)

n = len(nums)

if n % 2 == 0:

return (nums[n // 2 - 1] + nums[n // 2]) / 2

else:

return nums[n // 2]

nums1 = [1, 3]

nums2 = [2]

print(findMedianSortedArrays(nums1, nums2))
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1. **Longest Palindromic Substring Given a string s, return the longest palindromic substring in s.**

**Example 1: Input: s = "babad" Output: "bab"**

def longest\_palindromic\_substring(s):

def is\_palindrome(s):

return s == s[::-1]

longest\_palindrome = ""

for i in range(len(s)):

for j in range(i, len(s)):

substring = s[i:j+1]

if is\_palindrome(substring) and len(substring) > len(longest\_palindrome):

longest\_palindrome = substring

return longest\_palindrome

s = "babad"

print(longest\_palindromic\_substring(s))

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYIAAABbCAYAAAB+vILaAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABNmSURBVHhe7d0PVJVlngfw72wHrBluRwfTJcSFjBxoS5eGuTPHhW2U2QY4x2AK5ahQWaQY0Ik/pdAIeBbFQEskgSgiNAel0uggdRashdzmhjFhs7BFpKshJ4+ObpfNEcYz+zzv+1zu5XJBLypjvN/POdd734dHfO/7PM/7e/7d6w9mBcz/K4iIyLD+Tj0TEZFBMRAQERkcAwERkcExEBARGRwDARGRwTEQEBEZnMtAkFhejyOf1KNymUq4ivLfPCh+dzXy1TEREf1tcURARGRwDARERAbHQEBEZHCXCARmZJa/jsMfy3l98fjgdVQ+aVY/c+C3CKlFFXj/A5VPPj6qx9slyQhTWUbwi0HhXrkWoec/3FyNwgd91A+JiGiijBkIZsTkIDHUB543qASTD8yJG7AnY/gNOynnSSQtDIS3SSVInl4IWBCHwvI4leDIA/O3JCNqjpc6FtmnzkbUulK8uFglEBHRhBgjEIgbuZ8VTdsyEXnPQtydUITatrMYEDfxoPvSEKtySZUFeUhfn4ekGJFP5hWPpU/tR9d5ETsCzYhX+ex8EODdjdr8VVreyNVlONDTL9KnISw+Db56JiIimgBjjgh6W7YgvaYdvfKgsxEbV78Myxnx2ns2whxniE54IODe5Sjc+d7QVM+e52MQdJP4mRhNeOq5HAyioy4FG+u7taPetjqszWhC10VxMPsO/EZLJSKiiTBGIOjH1x3t6rVNI/775KB4NsE0R0+R6wj5b25AqjY15KHSLqUPX5WrlzYnPkTvN+L5Ji9M11OIiGgCXGKxeKQpnk43+4yViPUXadbjaHq1BOmrl6vpoTJYrCrPZZmGKVPUSyIimjBjrhHMmheiXttEIkDrrlth7dESRDb97t3bsg7ppfvR1NanHcPPBzf/UH85kg9uW61e2vjdielTxfP5fpzWU4iIaAKMOSLwDc/A1kfMCJIHwZHILn8MYd7i9ZnjaLXIRLtb7hQjg2D5ygfm2DRUvhSNINtuoxE8MC+uFNmxIdrCsG9oHApfUPmPf4G3tDxERDQRXP5XlfK7hjJD/wSL5ccwm+1bPHWD6Kh8GAnlqudvzsLbL4iRgvOK8Ll2NJ24CxH+n6H43kzUqGT5XUOx3p2wnAqEeY7zmkIfmp5ajvQWdUhERNfc6CMC62m0rilATVsfBuRuHi2tD5aa9fYgIFmKsKasBUfPqWPBetKC7amZaDort4S6cOZ/kJRh2zKqGzh3HAc2ZTIIEBFNMP7n9UREBuf2riEiIppcGAiIiAyOgYCIyOAYCIiIDI6BgIjI4BgIiIgMjoGAiMjgGAiIiAyOgYCIyOAYCIiIDI6BgIjI4BgIiIgMjoGAiMjgGAiIiAyOgYCIyOAYCIiIDI6BgIjI4BgIiIgMjoGAiMjgGAiIiAyOgYCIyOAYCIiIDI6BgIjI4BgIiIgMjoGAiMjgGAiIiAyOgYCIyOAYCIiIDI6BgIjI4BgIiIgMjoGAiMjgGAiIiAyOgYCIyOAYCIiIDI6BgIjI4BgIiIgMjoGAiMjgGAiIiAyOgYCIyOAYCIiIDI6BgIjI4BgIiIgMjoGAiMjgfjArYP5f1Wsiou+RQCQV5eDhf54Nk6eeMnCuG28VrMLGg/qxe7Lw9ieRCFBHQD8sWxYjabc6nMQm5YggKD4HO9+px+GPD+LIJ/rjcPPr2LkhBkEqz9URh8oP5O+vRr5KubZkRbW/pxGPD4qRqHIaTzL2fKRfgySVcj2TdXRPY/2w8tPqaNFKRPmpTDQmc24OUhfag4DkaRLBYFxBwNgmWSDwQeLzb2Jn1iLMu9ULnjeoZMFzqg/mRcfhIbNKoMlpYBAX1MvrlfnZaq2OBs3wUik6rY4ujEFsmEqgMUXdOVv8OYijDUVYes9C3H3PKjyRXYHf6T8ehyLcL37P0qcKUPNZv0ozhkkVCMzPbkJa+DTIDoK1pxnbn1olKoeoIDGZSC9thKVJpFn0vN9rxxr19+X8uDcTNSqL8ZRh6S/ENfjXddf5NYjDYxGzRR3tFzewKjyRoMouYR3Wlu5H66FWHDDAVMSVi8OtM8TTxWNoXd+ILi2tG61N7ejVXo9fV0szTv1ZHRjEJAoEtgYG9B4swJIlBahs6dZ/dKIdTa8WIemZqiuuJDRBwvPQ+MlBvJ2rjicNf8wwiacTFqxZvwutnXoqOi048GoJnkgrwj6VRJfhOytOqZc0fi4Xi/PfPIhYf3Xg0nHsu+dhaG00txpHFssh2uiO1i/E/dokupxTT4ZZNoTRWNtRPJ6e7bJiHMoIgemMBbmiV3hZjSl8BbamLEG4v5pGujgI67EWbM8rQK2tgdoEx6AwbyUiVF5tUeq5KkxP2YSIWx2uh8YHURlpWBUVgoCpHnrSgOgBtjWioqgMB07oSe5Ti1lyRPBAkUpzzTexGHufDMEUkfcpkbdVpYtxkyjfDVr5Ht23Dvf/W7tKF+R7XJeAsLnTYFLTatZTopf1WjHW1qqg6sD3vmRkPx4Js599Gm7AehY9llpsfaYO2uBLlQvayrBgdZ2WxyaxvB6ZoV4O9QMIWrwSSXHRCBfn4Di1Z+OYV7L9jiFjXhsfxK/LwUP3BcLXpJfLgLUPf3inCnlbmod1ErQ2YLJg7aMWhG+xl7tWjv9eJW7i+8fZqUjGno/jEHTu8uqp3had65ek6oKL9nJZ5TIkEPEbMrEq3B/e6ppo7eDEZ2h4LRMb6/UkjVv1w4zMkmTEhjos5MpzaGvAayVVI9qA74M52PqoGXO8HdqiOIemugrkOvzuS92brA71TK8bcLHga7sPubquutH/rvvcup/a7mNaumv293j17qeTZkTg+xMf7eJZv2q/zCAgGtJm0cDn2BsLbvCAac4iZL9SjfxwlaYRF3x7GqIc8npOFQ3otwm45aJ+7CgsdxM2LDPbg4Dk6YWABXHY8EIWrngK2D9y2CKj7XGoPE5lEKOimi2oaOuHp8i74flIlSrPLRnR/h6iMr2MNY5BwE+9x2B7I5dMMwIRlbUFlYk+KkWnBZqNcQiz3SAVT9M0BPlNd7rZXK44pKevQIQ4B8ffeXX4iMZdgewHg4eCgORp8oF5WQ527YiDr0ob4umB6M3Jw8pdK8foZOx4VgS3cSlDw+F+wNuMnHeKkb04UKVfHe6Vi+wUlCI7OtAeBCTZDvwD4OtYt92sH4k7cpC4wHkhV5yDqzUQcxZ2ZOhrJkPnrJ1DCGLjYkaWC111k2b7qKve5eh8kLm7GolzxQ2xp1n00qtQ09YH39A4pGYlaA1/4PM63L+sTOv1mTe+jsr7REU/14nabdtEL6l7WN5hEd2cg8Ydi3DLiRZUlNbjgJqz9A2NxENpyYgP9kLX7oVYukVmdpfz9rbhHHtDOlvv/wIs21Yh6dgqND4fDt9zopewaHgvIemV95A6/wI6aqvwUsN+NWURiLBHliM7Wf4d0TsWPdgDWu4V2PnhSsy7Sfyb4vpVl+5V03Aif3wYfvJdFSptPUk3RwQ27pWnGEmE52GrfG+jjQgWb8L7uWZ4D5yF5a2XsbVIzisHIjZrFdJ+EwJvz7NozX8AT6jzHurFOeYPjkT206IM7xJl3iP+nSVjj8pGJ3rL5WmID/XRpjIhespdR/4D+8pLRoxE3RsRuFEuwlC9Vu/x5dpGWERP3Tc0HFH3zMSRcvvowb36sVKcxwrM+0s3arcWa+1FyxttRpjovnatLxvWWTNvFucR4YPeg2XIKxH/pjqHMHMYbvu2Chtr+lROR6o3jNF7vNfLiOD7YFJuH720GITeLnpA57uxL6NACwJSb1sd1i7Zi47zovcy14zHtVTRi/aXvZ1BdNSlqEqt8mY0oct5RPCrQK0H4+kXjtTNxdo8t+ytN5ZnaUFAmhVo77mPyyiLxc43WlGNkbutCUcHvGB+aBPezhUNdkBU/nznhhODn4lRAuCFefFpeHGnbZRRgRdTxN+RvTRv0XPW8gqrf44gcbPByRZxvRzWYuRinbhRON5sJkpXy/9hQL12JeqXd8BbPJ/58DkkaUFAEuVflIm178vyn4b5v47RUh0dfbfAnr+zERt/a9GnhGbMvIKtuhYUr16OnyYUofJgJ3ovip7yghhk73wPjSUrxr/F2a1yCcHSu1S9fi1Fe4/yBiz1trWg0iEIuF0/YMWf/yKepkzBzXqCIM6hYRc2OgUB6evvBrXnm032OQ55DrWlBaMEAbraXAYC2QuxTTe4fjjsm5drBC7z2B/2BT8ZiV3nGXqMcy988ymr9jx95sjGPEL0bMyQlfebL1E8Yr5+F776Rj7/GLfGawkwTZF/nkZvg3Zod6IP336nXts4DJuvCy1FWFPWDuvU2QiYKrfalSC3Rf1siGjk7pz3TDGEF0+9nfUOaw/Xt+CZ08Sf/fjyDyMnrSx/7BO3LlHO052nafrQ867D9Jl0YmDMgOMWEVi2Z6UgcpEYIebvR8cZD/guWInC3HFOO7lVLnOg3XdFZ+jj8kvdbN2sH6hDXmkzjn43G1G5FTjyUT0aX9mE7MQQl9M8vfllWmdsSsgKVO4/iEON1ajcsBKxwSrD95xb91M5gnaZx/6wTwFfvfvppBkR9J48qzVQU8D8K5+Dd2kQF0YEjdH1Nix32WuXj5E992vrtjv19RPZoKfPmjP6nKucZnBxvvrD9RB6chuEdXyLHW7rqi9BQqkFZ8TrADEavS65UT963yjA/SLARa4uQ23LFxjwD0H8k2KE/EEFsoetv0lqhPSzVch9tRGfnjYh+NcrkC9HSM+7WLuhq85lIMh9wFVBOz4cCj3/YRc/H/6wz/HWIele13mGHuPZMSSV/xd65DTNjF8gM/cSDanhOE7JvDNvR+aIT3GuwG0z5fOfcLJWSwC06R8f3LZaO3IwHTf/UL206T6t9S59b78+KrBcPCyM8MHAsRY09QzCFJqAPKeFPeBDnJR3IFMAzIv1lDF9068FXd/bFzlMB4xtyo3OWxtCEPz3wz9QdS11fnNW/OmF2/9p5Bmb/1FtNDhtm0r5G/Hy0NcMRvCAyfm0k/5hZP1yq1x6YJUV9abZuHuZnjI6N+uHAzmFuvGZTBEU7sPS3d0YMAUiOn60UXs39pUW4YmEB7DggQI0nRIjpPDooSna8ZmCG+3zUzrzHZjlXB2vIbfup7szscBlHvvD3pG8evfTSbRGIHoeh2Rj90DA4g1olItx4Wqo7xeCiOgVyE6x7Z7Zj7YvB0UjCET89jwkhuo3RrkAXLh3ibbYhs/b8ZKWChz4Ug6dPTAvrnRol4dc/M2ujkCQ85B5dzM+lY1mbjR2iXOIVb9bXywT51CSNXFfgeC3EoWPh8A0cBwN2/KQnrEHHee9YE7ehPxhd4o+vPSfopFiGsLSq1H4iHlonlou2sWn5GBrxiKVIpT/Hl3nxbN/JAp3ivdju84iWJojYpCaZN+lhJ5+fCuePO+KQeVqNTUQbEZSUQYixvgqBdtUn+/cNPtXLohyNLucLpDX9kf6TfSGHyFq6HzsDrz/hdbb9v6Xp7EzK1K9P7lYLALlL2UZncWn7+7XUq8p+fUn5TlIjV+EsKH3Ihdds7DnUX3b4NHP7edx2irnz30Q/nSOmioR1zg2DTvjg0cGDXfKBe3Y85ms16I+pL6OF0XbMNuusyifqEdWInGojrhZP6KTsXVzGpKi7fnk74wI1BfHBy7oZWuTlCvqY0oMIobaijjfn/4cc6aKlxcvaB2r8fj8f+XflO22GKnqdwfJLePrwsfopMlrtQgzbtSPbrxlkcN5TV6T7EvnzMjfuwGxc+TClguOO0rMydizOQ5BrnoGckH1GRGlh+bS41DZnAyzrJiOznfCcjwY5rnDdx/IXviulBB4u5xXHX2nwqWNvWto+J5h++cFOiofRoKaBx7z8wVjXDvnHUnmjApsXRboer/zsJ07ISjcX+zi+3MG0dF2DPNCA13vDBplP/WwvJfccz38WicWvYm0hfonz53J97dEvD/bZwPc263jhkuc84BzuSSV4vBqFzf9k+2wTBGB0XP4eVx+uUhx2Nr4GCJmuCpz5y9cc6N+jPUeR7Qt27VWB06cy8Xu0ruGbDv4Rtz0R2m3Y52HdLk72L6PJtmuIQtyl6Rg4752HD2n70SwGTjXh44jf1RHgqUMS9eU4EDnWVhtO3/kh1h6WrDdqaJqQ7DUKjQdE0NvlVd+oKw2OwWt3478TpLemkys+G0dWh3yS9ZTx9G6e+fQSONaChM9slj1eYG1DouB8twqLPrnCwp3OO5eUteuoRtntF6oMtCP3k+bsb1k+LqGZcsqPCZ3mji9x4Fzx2H5vcN1Fg11bba4zmJkMJTv/Fl01K5HQot19N7e7i0oeKNTnIs6FuQHkr4+qQ7GoSYrBet3W4bVDfmBso43Ska52VwDrY3Yd+j48GssyPfWdbDKKTgLlQXinNvR63Ad5Icei9dk4qSLi3f55SLVIf3x51B5UJa5SpJEmZ/pbEdrjzrWuFE/dtehWvudDvm0D2taUJO3bsRmhZd+t3/E+WpbahtK8NiVlIulAOlFzcPL+1TnqO3WyPg11EREBjfJRgREROQuBgIiIoNjICAiMjgGAiIig2MgICIyOAYCIiKDYyAgIjI4BgIiIoNjICAiMjgGAiIiQwP+H/IpKBIU+FmqAAAAAElFTkSuQmCC)

1. **Zigzag Conversion The string "PAYPALISHIRING" is written in a zigzag pattern on a given number of rows like this: (you may want to display this pattern in a fixed font for better legibility) P A H N A P L S I I G Y I R And then read line by line: "PAHNAPLSIIGYIR" Write the code that will take a string and make this conversion given a number of rows: string convert(string s, int numRows);**

**Example 1: Input: s = "PAYPALISHIRING", numRows = 3**

**Output: "PAHNAPLSIIGYIR"**

def convert(s, numRows):

if numRows == 1 or numRows >= len(s):

return s

rows = [''] \* numRows

index, step = 0, 1

for char in s:

rows[index] += char

if index == 0:

step = 1

elif index == numRows - 1:

step = -1

index += step

return ''.join(rows)

s = "PAYPALISHIRING"

numRows = 3

output = convert(s, numRows)

print(output) # Output: "PAHNAPLSIIGYIR"
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1. **Reverse Integer Given a signed 32-bit integer x, return x with its digits reversed. If reversing x causes the value to go outside the signed 32-bit integer range [-231, 231 - 1], then return 0. Assume the environment does not allow you to store 64-bit integers (signed or unsigned).**

**Example 1: Input: x = 123 Output: 321**

def reverse\_integer(x):

INT\_MIN = -2\*\*31 # Minimum value of a 32-bit signed integer

INT\_MAX = 2\*\*31 - 1 # Maximum value of a 32-bit signed integer

reversed\_num = 0

is\_negative = x < 0

x = abs(x)

while x > 0:

digit = x % 10

if reversed\_num > (INT\_MAX - digit) // 10:

return 0 # Overflow occurred, return 0

reversed\_num = (reversed\_num \* 10) + digit

x //= 10

if is\_negative:

reversed\_num = -reversed\_num

return reversed\_num

x = 123

reversed\_x = reverse\_integer(x)

print(reversed\_x)
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1. **String to Integer (atoi) Implement the myAtoi(string s) function, which converts a string to a 32-bit signed integer (similar to C/C++'s atoi function). The algorithm for myAtoi(string s) is as follows:**

**1. Read in and ignore any leading whitespace.**

**2. Check if the next character (if not already at the end of the string) is '-' or '+'. Read this character in if it is either. This determines if the final result is negative or positive respectively. Assume the result is positive if neither is present.**

**3. Read in next the characters until the next non-digit character or the end of the input is reached. The rest of the string is ignored.**

**4. Convert these digits into an integer (i.e. "123" -> 123, "0032" -> 32). If no digits were read, then the integer is 0. Change the sign as necessary (from step 2).**

**5. If the integer is out of the 32-bit signed integer range [-231, 231 - 1], then clamp the integer so that it remains in the range. Specifically, integers less than -231 should be clamped to -231, and integers greater than 231 - 1 should be clamped to 231 - 1.**

**6. Return the integer as the final result. Note: ● Only the space character ' ' is considered a whitespace character.**

**● Do not ignore any characters other than the leading whitespace or the rest of the string after the digits.**

**Example 1: Input: s = "42" Output: 42**

def myAtoi(s):

INT\_MIN = -2\*\*31 # Minimum value of a 32-bit signed integer

INT\_MAX = 2\*\*31 - 1 # Maximum value of a 32-bit signed integer

i = 0

while i < len(s) and s[i] == ' ':

i += 1

sign = 1

if i < len(s) and (s[i] == '+' or s[i] == '-'):

sign = -1 if s[i] == '-' else 1

i += 1

num = 0

while i < len(s) and s[i].isdigit():

digit = int(s[i])

if num > (INT\_MAX - digit) // 10:

return INT\_MAX if sign == 1 else INT\_MIN

num = num \* 10 + digit

i += 1

return min(max(sign \* num, INT\_MIN), INT\_MAX)

s = "42"

result = myAtoi(s)

print(result)
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1. **Palindrome Number Given an integer x, return true if x is a palindrome, and false otherwise.**

**Example 1: Input: x = 121**

def is\_palindrome(x):

if x < 0:

return False

reversed\_num = 0

original\_num = x

while x > 0:

digit = x % 10

reversed\_num = (reversed\_num \* 10) + digit

x //= 10

return reversed\_num == original\_num

x = 121

result = is\_palindrome(x)

print(result)
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1. **Regular Expression Matching Given an input string s and a pattern p, implement regular expression matching with support for '.' and '\*' where:**

**● '.' Matches any single character.**

**● '\*' Matches zero or more of the preceding element. The matching should cover the entire input string (not partial).**

**Example 1: Input: s = "aa", p = "a" Output: false**

class Solution:

def isMatch(self, s: str, p: str) -> bool:

if not p:

return not s

first\_match = bool(s) and p[0] in {s[0], '.'}

if len(p) >= 2 and p[1] == '\*':

return (self.isMatch(s, p[2:]) or

first\_match and self.isMatch(s[1:], p))

else:

return first\_match and self.isMatch(s[1:], p[1:])

solution = Solution()

s = "aa"

p = "a"

print(solution.isMatch(s, p))
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